**CSE 4304-Data Structures Lab. Winter 23-24**

**Batch:** CSE 22

**Date**: Sept 11, 2024

**Target Group:** All

**Topic**: Stacks

**Instructions**:

* Regardless of how you finish the lab tasks, you must submit the solutions in Google Classroom. In case I forget to upload the tasks there, CR should contact me. The deadline will always be 11:59 PM on the day the lab took place.
* Task naming format: fullID\_T01L01\_2A.c/cpp
* If you find any issues in the problem description/test cases, comment in the Google Classroom.
* If you find any tricky test cases that I didn’t include but that others might forget to handle, please comment! I’ll be happy to add them.
* Use appropriate comments in your code. This will help you to recall the solution in the future easily.
* Obtained marks will vary based on the efficiency of the solution.
* Do not use <bits/stdc++.h> library.
* Modified sections will be marked with BLUE color.
* You are allowed to use the STL stack unless it’s specifically mentioned to use manual functions.

| **Group** | **Tasks** |
| --- | --- |
| 2A | 1 2 3 7 [solve Task4 for bonus mark] |
| 1B | 1 2 3 7 [solve Task4 for bonus mark] |
| 1A | 15 2 6 9 [solve Task10 for bonus mark] |
| 2B | 15 2 6 9 [solve Task10 for bonus mark] |
| **Assignments (all groups)** | All tasks except the ones you did in your respective labs. Plagiarism will be checked. Pls be careful.   * I forgot to upload the assignments in time. Hence for this week, the submission deadline is extended to Tuesday at 11:59 PM * In the future, CRs are requested to remind me to upload assignments on Friday * I added a few more tasks. Tasks 11-13 are for enthusiasts. They are not included in the assignment. * Note - you only need to give viva on your pending tasks. Sometimes we may ask questions on your submitted assignments, but not always.   ~~Deadline: Sunday 11.59 PM of that week~~ |

* Two ways to take inputs if the number of input elements is not specified:
  + Taking inputs until End-of-File (EOF) is reached

(Press **Ctrl+Z** after typing in your inputs. You should see something like **^Z** for Windows.)

int n;

vector<int>a;

while(cin >> n)

{

a.push\_back(n);

}

* Taking inputs until “Enter” button is pressed

char c;

int n;

vector<int>a;

while (true) {

c = cin.peek(); // Peek at the next character

if (c == '**\n**') {

// Exit loop when Enter is pressed

break;

}

cin >> n;

cin.get(); // Consume the character from the stream

a.push\_back(n);

}

**Task 1**: Implementing the basic operations of Stack

Stacks is a linear data structure that follows the Last In First Out (LIFO) principle. The last item to be inserted is the first one to be deleted. For example, you have a stack of trays on a table. The tray at the top of the stack is the first item to be moved if you require a tray from that stack.

The Insertion and Deletion of an element from the stack slightly differ from the traditional operation. We define the corresponding operations as Push() and Pop() from the stack.

The first line contains *N* representing the size of the stack. The lines contain the ‘function IDs’ and the required parameter (if applicable). Function ID 1, 2, 3, 4, 5, and 6 corresponds to push(), pop,() isEmpty(), isFull() (assume the max size of Stack=5), size(), and top(). The return type of isEmpty() and isFull() is Boolean. Stop taking input once given -1.

After each push/pop operation, print the status of the stack.

| **Input** | **Output** | **Explanation** |
| --- | --- | --- |
| 5  3  2  1 10  1 20  5  1 30  6  2  1 40  1 50  4  1 60  4  5  1 60  5  2  6  -1 | True  Underflow  10  10 20  2  10 20 30  30  10 20  10 20 40  10 20 40 50  False  10 20 40 50 60  True  5  Overflow  5  10 20 40 50  50 | Stack is empty  Empty stack, cant pop  Pushed 10  Pushed 20  Stack has 2 items  Pushed 30  Top of stack has 30  Popped item  Pushed 40  Pushed 50  The stack isn’t full yet  Pushed 60  Stack full  Stach has 5 items  Stack full, can’t push  Stach has 5 items  Item popped  Top of stack has 50  Break |

**Note:**

You have to **implement** the stack operation functions **by yourself** for this task. Do **not** use the STL stack here.

**Task 1.1 (assignment)**: C++ offers a header file called **<stack>** which has different stack operations implemented as library functions. Follow this (<https://www.geeksforgeeks.org/stack-in-cpp-stl/>) and try to understand the usage of each function. Finally, implement **Task-1** using those STL library functions (assignment).

**Task 2**: Parsing HTML code with Stacks

**HTML** stands for Hyper Text Markup Language· HTML is the standard markup language for creating Web pages· It describes the structure of a Web page using different ‘**tags**’. Each tag has two portions - ‘opening’ and ‘closing’ with the notations‘ <tagName>’ and ‘</tagName>, respectively.

Given a snippet of HTML code, your task is to check whether the tags are properly nested or not.

Cases:

* ‘No error’: If all the tags are properly given.
* ‘Error at line ##’: If any error is detected.

| **Input** | **Output** | **Comment** |
| --- | --- | --- |
| 8  <html>  <head>  <title> title of webpage </title>  </head>  <body>  <p> This is a <b>paragraph</b> </p>  </body>  </html>  -1 | No error | After code traversal, the stack was empty |
| 8  <html>  <head>  <title> title of webpage </head>  </title>  <body>  <p> This is a <b>paragraph</b> </p>  </body>  </html>  -1 | Error at Line 3 | The closing tag </head> was found, but the top of the stack doesn't contain the corresponding opening tag |
| 7  <html>  <head>  <title> </title>  </head>  <body>  <h2>An unordered HTML list</h2>  <p> This is a <b>paragraph</p> </b>  -1 | Error at line 7 | Code traversal is finished, but the stack isn’t empty.  Interesting !! |
| 9  <html>  <head>  <title> title of webpage </head>  </title>  <body>  <p> This is a <b>paragraph</b> </p>  </body>  </html>  </html>  -1 | Error at line 9 | Closing tag </html> found, but the stack is empty |
| 9  <html>  <head>  <title> </title>  </head>  <body>  <h2>An unordered HTML list</h3>  <p> This is a <b>paragraph</b> </p>  </body>  </html>  -1 | Error at line 6 | The closing tag </h3> was found, but the top of the stack doesn't contain the corresponding opening tag |
| 9  <html>  <head>  <title> </title>  </head>  <body>  <h2>An unordered HTML list</h2>  <p> This is a <b>paragraph</p> </b>  </body>  </html>  -1 | Error at line 7 | The closing tag </p> was found, but the top of the stack doesn't contain the corresponding opening tag |
| 8  <html>  <head>  <title> </title>  </head>  <h2>An unordered HTML list</h2>  <p> This is a <b>paragraph</b> </p>  </body>  </html>  -1 | Error at line 7 | The closing tag </body> was found, but the top of the stack doesn’t match |

**Note**:

* You just have to return the occurrence of the first error detected by your solution.
* For the last test case, there are some opening tags, for which no closing tags were found, although the entire code was checked. So we assume that there is an error in the last line.
* For simplicity, we’ve omitted the tags like <br> for which no closing tags are defined.
* **You can use STL <stack> for this task.**

**Task 3:** Build an Array With Stack Operations

Suppose you are given a target array and an integer n. In each iteration, assume that you have n numbers available in a list (1,2,3,... n).

Your task is to build the target array using the following operations:

* "Push": Reads a new element from the beginning list and pushes it into the array.
* "Pop": Deletes the last element of the array.
* If the target array is already built, stop reading more elements.

Return a list of the operations needed to build the target array. If there are multiple valid answers, return any of them.

| **Input** | **Output** | **Explanation** |
| --- | --- | --- |
| 1 3 -1  3 | Push Push Pop Push | Read number 1 and automatically push in the array -> [1]  Read number 2 and automatically push in the array, then Pop it since 2 is not part of the target array -> [1]  Read number 3 and automatically push in the array -> [1,3] |
| 1 2 3 -1  3 | Push Push Push | Push 1, Push 2, Push 3 |
| 1 2  2 | Push Push | Push 1, Push 2. No further operation is required. |
| 2 3 4 -1  4 | Push Pop Push Push Push | Push 1, Pop 1, Push 2, Push 3, Push 4 |
| 1 4 -1  4 | Push Push Push Pop Pop Push  **Alternative**:  Push Push Pop Push Pop Push | Push 1, Push 2, Push 3, Pop 2, Pop 3, Push 4  Push 1, Push 2, Pop, Push 3, Pop, Push 4 |
| 1 3 4 6 -1  6 | Push Push Pop Push Push Push Pop Push | Push 1, Push 2, Pop, Push 3, Push 4, Push 5, Pop, Push 6 |

**Note**: You can use STL <stack> for this task.

**Task-4**: Next Greater Element

Given a set of numbers, your task is to print the ***Next Greater Element (NGE)*** for every element. The NGE for an element ***x*** is the first greater element on the right side of ***x*** in the array. Element for which no NGE exists, consider the NGE-value as -1.

Examples:

* For an array, the last element always has NGE as -1.
* For an array sorted in descending order, every element has NGE as -1
* For the input array (4, 5, 2, 25) the NGE for each element is (5, 25, 25, -1).
* For the input array (13, 7, 6, 12) the NGE for each element is (-1, 12, 12, -1}

We can solve this using two simple nested loops! The outer loop picks the elements one by one and the inner loop looks for the first greater element for element picked by the outer loop. If a greater element is found then that element is printed as the NGE, otherwise, -1 is printed.

But this approach has the worst-case Time complexity is O(n2). (worst case occurs when the elements are in descending order. It will lead us to look for all the elements.)

We can improve the time complexity to **O(n)** using stacks! Your task is to propose an algorithm to find the NGE of every element using stack in O(n) time.

**Input**:

Each test case can consist of a different number of integers. Every test case will end with a -1 indicating the end of a particular test case (-1 will not be considered as part of the input.)

**Output**:

Find the NGE of every element using a stack with O(n) worst-case time complexity.

| **Input** | **Output** |
| --- | --- |
| 4 5 2 25 -1 | 5 25 25 -1 |
| 13 7 6 12 -1 | -1 12 12 -1 |
| 11 13 21 3 20 -1 | 13 21 -1 20 -1 |
| 12 17 1 5 0 2 2 7 18 25 20 12 5 1 2 -1 | 17 18 5 7 2 7 7 18 25 -1 -1 -1 -1 2 -1 |
| 10 20 30 40 50 -1 | 20 30 40 50 -1 |
| 50 40 30 20 10 -1 | -1 -1 -1 -1 -1 |

**Task 05**: Reverse string with Stack

Write a program that will take **N** strings as input and print the reverse of them. There are many ways to solve this problem. However, today we want you to solve this problem using **Stack**.

Input will be the number of test cases (**N**)followed by N strings.

| **Sample Input** | **Sample Output** |
| --- | --- |
| 3  IUT  data  mozzarella | TUI  atad  allerazzom |

**Task 06**: Checking parenthesis in Mathematical Expressions

Write a program that will take a mathematical expression as input and check whether it is properly parenthesized or not.

The first line of input will take an integer **N** signifying the number of test cases. The next lines will be **N** mathematical expressions. Each input expression may contain any single-digit number (0~9), operators (+ - x /) and any parenthesis ( )/[ ]/{ }.

The output will be Yes/No representing whether it is properly parenthesized.

| **Sample Input** | **Sample Output** |
| --- | --- |
| 10  [ 5 + (2 x 5) - (7 / 2) ]  [ 1 + { 3 x (2 / 3 ) ] }  [ ( 1 + 1 ) ]  [ ( 1 + 1 ] )  [ ( ) ] { } { [ ( ) ( ) ] ( ) }  ( ( (  [ 5 + (2 x 5) - (7 / 2)  5 + (2 x 5) - (7 / 2) ]  ( ) ) )  ( ( ( ) ) | Yes  No  Yes  No  Yes  No  No  No  No  No |

Note: May need to use fflush(stdin) if you face problem to take input.

**Task 07**: Evaluating postfix notation

Write a program to take an expression represented using **postfix notation** as input and evaluate the expression using stack.

Input expression may contain addition (+), subtraction (-), multiplication (\*), and division (/) operators and numbers between (0~9).

| **Sample Input** | **Sample Output** |
| --- | --- |
| 2  345\*+6-  225+\*1+5-52\*\* | 17  100 |

**Note**: You can use STL <stack> for this task.

**Task 8**: Parentheses checking in a Code

Write a program that will take a block of code consisting of N lines as input and return if there is any error in the code or not. Consider the ()[]{} symbols as valid parenthesis.

There will be three types of messages:

* ‘No Error’: If the code is compiled successfully.
* ‘Improper parenthesis’: If the code has the necessary number of parentheses but the wrong ones.
* ‘Missing parentheses’” If there is any shortage of parenthesis.

| **Input** | **Output** |
| --- | --- |
| 5  int main(){  int x=5, arr[10];  if(x == 5) return True;  Else return false;  } | No Errors. |
| 5  int main(){{  int x=5, arr[10];  if(x == 5) return True;  Else return false;  } | Error |
| 5  int main(){  int x=5, arr[10];  if(x == 5) return True;  Else return false;  }} | Error |
| 5  int main(){  int x=5, arr[10);  if(x == 5) return True;  Else return false;  } | Error |
| 7  for (i=0; i<10;i++){  printf(“Hello %d”, i);  if(i%2 == 0){  print(“even”);  else{  print(“odd”);  }  } | Error |
| 9  for (i=0; i<10;i++)  printf(“Hello %d”, i);  if(i%2 == 0){  print(“even”);  }  else{  print(“odd”);  }  } | Error |

**Note**: Use **cin.ignore**() after taking the number of line (sometimes the newline after N gets taken as part of input.

**Limitation**:

We have omitted some cases like,

for (i=0; i<10;i++)

printf(“Hello %d”, i);

if(i%2 == 0){

print(“even”);

else{

print(“odd”);

}

}

Where the closing curly brace at line-7 is a bit ambiguous. If we follow the trivial procedure, program will think that it is the closing bracket for the if condition and give no error. It is true in a sense. We are limited here with the ability to just check the number of parenthesis and not the correctness of the code. We can’t also check that there is no parenthesis provided for the ‘for loop’.

**Task 9**: Remove All Adjacent Duplicates In String

You are given a string *S* consisting of lowercase English letters. A duplicate removal consists of choosing two **adjacent** and **equal** letters and removing them. We repeatedly make duplicate removals on *S* until we no longer can.

Given the string, your task is to return the final string after all such duplicate removals have been made. (It can be proven that the answer is unique).

| **Input** | **Output** | **Explanation** |
| --- | --- | --- |
| abbaca | ca | ‘abbaca’ we could remove ‘bb’ since the letters are adjacent and equal.  The result of this move is that the string is ‘aaca’, of which only ‘aa’ has to be removed, so the final string is ‘ca’. |
| abbaac | ac |  |
| abbbaaa | aba |  |
| aaabaabaaa | Null |  |
| cxyyyxccc | cxyxc |  |
| geeksforgeeg | gksfor |  |
| datastructure | datastructure |  |
| caaabbbaacdddd | cabc |  |

**Task 10**: STPAR - Street Parade

For sure, the love mobiles will roll again on this summer's street parade. Each year, the organizers decide on a fixed order for the decorated trucks. Experience taught them to keep free a side street to be able to bring the trucks into order.

The side street is so narrow that two cars can’t pass each other. Thus, the love mobile that enters the side street last must necessarily leave the side street first. Because the trucks and the ravers move up close, a truck cannot drive back and re-enter the side street or the approach street.

You are given the order in which the love mobiles arrive. Write a program that decides if the love mobiles can be brought into the order that the organizers want them to be.

Input

There are several test cases. The first line of each test case contains a single number **n**, the number of love mobiles. The second line contains the numbers ***1 to n*** in an arbitrary order. All the numbers are separated by single spaces. These numbers indicate the order in which the trucks arrive on the approach street. No more than 1000 love mobiles participate in the street parade.

Output

For each test case your program has to output a line containing a single word "yes" if the love mobiles can be re-ordered with the help of the side street, and a single word "no" in the opposite case.

(PTO)

| **Input** | **Output** |
| --- | --- |
| 5  5 1 2 4 3 | Yes |
| 5  5 3 1 2 4 | Yes |
| 5  5 4 3 2 1 | Yes |
| 5  1 2 4 3 5 | Yes |
| 5  1 2 5 3 4 | Yes |
| 5  4 5 1 2 3 | No |
| 5  1 4 3 5 2 | No |
| 5  4 1 2 3 5 | Yes |
| 6  5 2 1 4 3 6 | Yes |
| 6  5 2 1 6 4 3 | No |
| 5  2 1 5 3 4 | Yes |
| 5  1 2 4 5 3 | No |

(Check the illustration for test case-1)

**Illustration (for first test case):**

The sample input reflects the following situation:

![](data:image/png;base64,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)

The five trucks can be re-ordered in the following way:
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**Task 11 — Colorful Shuttlecocks**

**Problem Statement**

In order to play badminton with your friends, you bought a cylindrical container full of Yonex Aerosensa-50 shuttlecocks. The shuttlecocks are numbered from top to bottom, i.e., the topmost shuttlecock is labeled with index , and the shuttlecock at the very bottom is labeled with the index . The shuttlecocks have their own colors — the -th shuttlecock has the color .

You will be given queries. For each of the -th query , you should —

• find the highest shuttlecock in the container with color , i.e., the shuttlecock with the minimum index;

• print the position of the shuttlecock you found;

• take the shuttlecock and place it at the topmost position in the container.

**Input**

The first line contains two integers and — the number of shuttlecocks in the container and the number of queries.

The second line contains integers , , ..., — the colors of the shuttlecocks.

The third line contains q integers , ..., — the query colors.

It’s guaranteed that queries ask only for colors that are present within the shuttlecock container.

**Output**

Print integers — the answers for each query.

**Sample Test Case(s)**

**Input**

**7 5**

**2 1 1 4 3 3 1**

**3 2 1 1 4**

**Output**

**5 2 3 1 5**

**Task 12 — Playing with Pringles**

**Problem Statement**

One of the most popular brands of potato chips, *Pringles*, is known for its chips which have a distinctive saddle-shaped appearance. Suppose, you have such potato chips, where is an even number.

Each chip can be represented as a Left Parenthesis Shape ‘(’ or a Right Parenthesis Shape ‘)’. As a perfectionist, you want to arrange the chips in a ***Perfect Sequence***.

A perfect sequence has the following properties —

• “()” is a perfect sequence of parenthesis.

• if is a perfect sequence, then ‘(’ + + ‘)’ is also a perfect sequence.

• if and are both perfect sequences, + is also a perfect sequence.

According to the properties, “(())”, “()()”, and “(()())” are perfect sequences, but “)(”, “())(()”, and “((” are not.

You decide to arrange the chips using minimum moves. Each move is defined as the act of moving exactly one chip from any position to either the start or the end of the sequence.

You are given the parenthesis sequence that the Pringles container had when you open it. Find how many moves you need to make it a perfect sequence of parenthesis.

**Input**

The first line contains one integer — the number of test cases. Then cases follow.

The first line of each case contains one even number — the number of chips. The second line of each case contains a string consisting of an equal number of left and right parenthesis shapes – the sequence that the can of Pringles initially had.

**Output**

For each test case, print the minimum number of moves you need.

**Sample Test Case(s)**

**Input**

**2**

**8**

**())()()(**

**10**

**)))((((())**

**Output**

**1**

**3**

**Task 13 — Regular Parenthesis Sequence**

**Problem Statement**

A bracket sequence is considered regular if it can be transformed into a valid arithmetic expression by adding the characters “+” and “1” at appropriate positions within the sequence. For example, sequences “(())()”, “()”, and “(()(()))” are regular, while “)(”, “(()”, and “(()))(” are not.

Johnny found a bracket sequence and wanted to extract a regular bracket sequence by removing certain brackets. What’s the maximum length of the resulting regular bracket sequence?

**Input**

Input consists of a single line with non-empty string of ‘(’ and ‘)’ characters.

**Output**

Output the maximum possible length of a regular bracket sequence.

**Sample Test Case(s)**

**Input**

**(()))(**

**Output**

**4**

**Input**

**((()())**

**Output**

**6**

**Task 14 — Largest Rectangle in a Bar Graph**

**Problem Statement**

A bar graph is a geometric shape formed by a series of rectangles placed along a shared baseline.

These rectangles have uniform widths but can vary in their individual heights. For instance, consider the illustration on the left side of Figure-1, which depicts a histogram comprising rectangles with heights of 2, 1, 4, 5, 1, 3, and 3 units, respectively, where each rectangle’s width is equivalent to 1 unit.
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Calculate the area of the largest rectangle in a bar graph that is aligned at the common base line, too. The illustration on the right side of Figure-1 shows the largest aligned rectangle for the depicted bar graph.

**Input**

The input contains several test cases. Each test case describes a bar graph and starts with an integer , denoting the number of rectangles it is composed of. Then follow n integers , ..., . These numbers denote the heights of the rectangles of the bar graph in left-to-right order. The width of each rectangle is 1. **A zero follows the input for the last test case.**

**Output**

For each test case output on a single line the area of the largest rectangle in the specified bar graph. Remember that this rectangle must be aligned at the common base line.

**Sample Test Case(s)**

**Input**

**7 2 1 4 5 1 3 3**

**4 1000 1000 1000 1000**

**3 2 1 2**

**8 2 1 2 0 3 2 2 3**

**1 0**

**0**

**Output**

**8**

**4000**

**3**

**8**

**0**

**Task 15**: Implementing the basic operations of Stack

Stacks is a linear data structure that follows the Last In First Out (LIFO) principle. The last item to be inserted is the first one to be deleted. For example, you have a stack of trays on a table. The tray at the top of the stack is the first item to be moved if you require a tray from that stack.

The Insertion and Deletion of an element from the stack slightly differ from the traditional operation. We define the corresponding operations as push() and pop() from the stack.

The **first line** contains ***N*** representing the **size** of the stack. The following lines contain instructions to be executed in a stack sequentially. There might be two types of instructions –

1. “ + x ” : which means x needs to be pushed into the stack.
2. “ – “ : which means the topmost stack element needs to be popped.

Implement the stack functions isFull(), isEmpty(), push(), pop(), top(), size() by **yourself** (you can’t use stack from STL for this task) and print the stack status as shown in sample output. Stop taking input once given ‘/’.

| **Input** | **Output** |
| --- | --- |
| 3 |  |
| + 10 | Size : 1  Stack elements : 10  Top Element : 10  isFull : False  isEmpty : False |
| + 7 | Size : 2  Stack elements : 10 7  Top Element : 7  isFull : False  isEmpty : False |
| + 12 | Size : 3  Stack elements : 10 7 12  Top Element : 12  isFull : True  isEmpty : False |
| + 15 | Overflow !!!  Size : 3  Stack elements : 10 7 12  Top Element : 12  isFull : True  isEmpty : False |
| – | Size : 2  Stack elements : 10 7  Top Element : 7  isFull : False  isEmpty : False |
| – | Size : 1  Stack elements : 10  Top Element : 10  isFull : False  isEmpty : False |
| – | Size : 0  Stack elements :  Top Element : 0  isFull : False  isEmpty : True |
| / |  |